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Abstract. Multi-physics simulations, such as conjugate heat transfer or fluid-structure interaction, are
often constructed completely in OpenFOAM. However, they can also be formed by coupling OpenFOAM
to third-party simulation software via a coupling tool. This approach indirectly adds to the capabili-
ties of OpenFOAM those of other simulation tools (such as physical models or discretization methods
more fitting for specific applications), and allows building complex multi-physics simulations by connect-
ing specialized single-physics codes. We present the OpenFOAM-preCICE adapter, a function object
that enables standard OpenFOAM solvers to use the open-source, massively parallel coupling library
preCICE, without requiring any code modifications. We review alternative coupling approaches, ana-
lyze our design decisions, peek into key implementation details, validate the adapter, study the effect
on runtime, and give an overview of the growing community of users and contributors.

1. Introduction

Multi-physics simulations have rapidly grown in importance during the past decade. Keyes et al. [1] give
a good introduction and overview to the topic. The inherent complexity of these simulations make a
flexible and maintainable software environment more and more important [2,3]. The necessity to run
efficiently on modern heterogeneous high performance computing systems further contributes to this fact.

There is a vast amount of approaches to implement multi-physics simulations with OpenFOAM (see
section 2), which can be distinguished in internal and external approaches. Internal approaches imple-
ment multi-physics simulation completely within OpenFOAM (in a numerically monolithic or partitioned
way [4]), but they inherently cannot go beyond the capabilities and restrictions of OpenFOAM itself.
External approaches, on the other hand, try to couple OpenFOAM to other simulation codes (e.g., pub-
lished codes with an established community in a specific field, or in-house codes of a research group),
adding functionality. While such an approach sounds easy at first, it involves developing robust parallel
algorithms for code communications, data mapping between non-matching meshes, acceleration and sta-
bilization methods for strongly coupled problems, and more [5]. In this paper, we focus on such external
(and by definition partitioned) approaches.

While individual codes have been coupled to OpenFOAM (see section 2), we are interested in code-
independent coupling solutions. One such solution is the coupling library preCICE [6,7]. preCICE is an
open-source coupling library, which has proven scalability to tens of thousands of cores [8], comes with
many ready-to-use adapters for other simulation codes, and has a fast-growing community of developers
and users. There have already been previous preCICE adapter prototypes for specific OpenFOAM solvers
for conjugate heat transfer (CHT) [9,10] and for fluid-structure interaction (FSI) [11,12]. They all have in
common that they directly modify the OpenFOAM solver code, directly calling the preCICE application
programming interface (API). This means that the user needs to become a developer, manually adapting
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each different solver they may need. With OpenFOAM already providing a wide range of ready-to-use
solvers, a solution that lets the user directly couple these solvers is needed.

In this contribution, we present OpenFOAM-preCICE: a general, solver-agnostic preCICE adapter for
OpenFOAM, implemented as an OpenFOAM function object calling preCICE. It supports CHT, FSI,
and fluid-fluid coupling, but the adapter is extendable for other coupled problems as well, as demonstrated
by the community. The initial software concept was proposed and implemented in the master’s thesis of
Gerasimos Chourdakis [13] and has been picked up and extended by many other research groups since.
We give a summary of the main concepts, validation cases, and contributed extensions in this work, which
serves as a reference for the community to build upon.

We start this paper by giving an overview of existing multi-physics approaches within OpenFOAM
or between OpenFOAM and other solvers in section 2. We use this overview to also discuss different
software engineering strategies for coupling in general. Afterwards, in section 3, we give a brief technical
introduction to preCICE and review existing coupling approaches using preCICE and OpenFOAM. In
section 4, we analyze the requirements of a general OpenFOAM adapter and justify our design decisions.
In section 5, we characterize the adapter from the user’s perspective, while in section 6, we lay out the
technical implementation. In section 7, we validate the adapter through CHT and FSI benchmarks and
study the effect of the adapter on the runtime. Finally, in section 8, we demonstrate the full potential
of the general software concept by giving an overview of the community adoption and contributions. We
conclude in section 9.

2. Review of existing coupling approaches with OpenFOAM

Different works have used OpenFOAM for solving multi-physics problems in a numerically partitioned
way. We restrict the overview to the most wide-spread approaches of coupling domain regions and codes.
We group the approaches into four categories: internal coupling, external-as-library coupling, file-based
coupling, and coupling via external software. All approaches have their justifications, as they all offer
advantages and disadvantages.

2.1. Internal coupling. Various studies tackle multi-physics simulations exclusively within OpenFOAM
(see Fig. 1la). A single mesh is read in and decomposed into several regions that are sharing an in-
terface or overlapping over a volume. In each region, different equations are solved, while parallel
communication goes through a single MPI communicator. The most prominent example for CHT is
chtMultiRegionFoam [14] and the training code conjugateHeatFoam [15]. For FSI, prominent examples
are the foam-extend packages fsiFoam [16] (studied e.g., by Luofeng et al. [17]) and solids4foam [18] (used,
e.g., by Oliveira et al. [19]), as well as the training code simpleFsi [20]. The same approach is also followed
by Wagner et al. [21] to extend OpenFOAM to FSI of 2D membranes. The main advantage of an internal
coupling is simply that everything is integrated within OpenFOAM: An experienced OpenFOAM user
does not need to learn any new tool. The respective codes are typically scalable on larger HPC systems,
similarly to the single-region OpenFOAM solvers. Nevertheless, efficiency is limited, as the regions are
typically solved one after another, leading to idling compute cores, a situation which can be prevented by
parallel coupling schemes [22]. The clearest disadvantage, however, is the limited flexibility: All solvers
need to be written in (the same) OpenFOAM framework. This approach leads to a monolithic (integrated
/ self-contained) software architecture, implementing the code for all equations in the same binary, while
still implementing partitioned numerics.

2.2. External-as-library coupling. To couple to external solvers, an external-as-library concept can
be used (see Fig. 1b). OpenFOAM acts as the primary solver and calls an external (secondary) solver as
a library. For FSI, such an approach is used, e.g., by Hewitt et al. [23,24] and by Johan Lorentzon [25].
Beyond CHT and FSI, such approaches are also used for other multi-physics applications, such as for,
e.g., coupling to 1D system codes for nuclear safety analysis [26] (via an additional layer). Compared to
internal coupling, the main advantage of the external-as-library approach is simply that an external solver
can be used. If the concept is properly implemented, this external solver can also be easily exchanged.
The solver has to be rewritten as a library, however, which can lead to maintainability issues if the solver
should also still be usable as a stand-alone tool. Another drawback is that such a coupling approach
cannot easily be generalized for more than two coupled solvers, especially for asymmetric cases, where
the external solver should be coupled yet again to another solver. Often, the external solver needs to use
the same domain decomposition as OpenFOAM, limiting the efficiency of the approach if the external
solver requires non-negligible compute effort.
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Figure 1. Common coupling approaches to partitioned multi-physics simulations with
OpenFOAM, applied on the example of FSI or CHT. The blue components denote the
fluid region/solver, the orange components denote the solid region/solver, and the green
components denote coupling machinery.

2.3. File-based coupling. Trying to couple external simulation packages without compatible software
interfaces, one can rely on the exchange of input/output files (Fig. 1c). Typically, an external (in-house)
script is used to process the result files, adjust configurations and restart the solvers. Such an approach
is very intuitive and, thus, easy to implement and debug, but comes with efficiency, scalability, and
maintainability issues. As the external solver does not need to be altered, even commercial closed-source
simulation packages can be coupled. Note that this approach can also be used in combination with the
rest of the approaches discussed in this section, to work around restrictive interfaces or licenses (see, e.g.,
the work by Huang et al. [27]).

2.4. Coupling via external software. Many researchers have applied one of the above approaches for
their own specific setup, reinventing the wheel over many years for each application: how to exchange
data between different solvers, how to map coupling data between different meshes, and how to deal with
numerical instabilities for strongly-coupled problems. Furthermore, the effort of extending an existing
solver by a coupling concept is often underestimated. Simple solutions quickly hit efficiency and scalability
limitations for real applications. More complex solutions, on the other side, require higher maintenance
effort. Coupling via an external software package is a good alternative for such cases. In some cases, the
coupling software is a library, which gets called by both solvers. In other cases, the coupling software acts
as a framework which then calls the solvers. Similarly to the external-as-library coupling concept above,
this would mean to rewrite the solvers as libraries, introducing additional maintenance effort. Over the
years, many coupling software packages have been developed: for an overview see, e.g., the dissertation of
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Benjamin Uekermann [5]. Here, we restrict the review to those that feature an interface to OpenFOAM.
Besides preCICE, the most wide-spread open-source alternative is probably OpenPALM [28]. Others are
MUT [29], ifls [30,31], or EMPIRE [32]. One proprietary example is MpCCI from Fraunhofer SCAT [33].
Further advantages of using an external coupling tool are the more efficient coupling algorithms, which
are typically available, as well as the coupling of more than two participants (not true for all coupling
software). The greatest disadvantage for users is typically the need to install, execute, and rely upon
the sustainable future of a third software component, besides both coupled solvers. In our experience,
however, this extra effort pays off in the long run. Concerning scalability, EMPIRE, ifls, and MpCCI
use a further executable (a server-like process) to handle all communication, as shown in Fig. 1d. This
typically limits the scalability of the approach, as the central process introduces communication and
computation bottlenecks [5]. MUI, OpenPALM, and preCICE, on the other side, feature a pure peer-to-
peer approach: The solvers communicate directly with each other without needing any central instance,
allowing for scalable and efficient coupling (see Fig. le).

2.5. Comparison: solids4foam and preCICE. We observe that solids4foam and preCICE are both
gaining interest in the OpenFOAM community at the moment, leading to the question: “what should I
choose for my use case?”. This is an overview of their main differences.

The multi-region FSI solver of solidsdfoam is a natural extension to OpenFOAM-based CFD simula-
tions for an OpenFOAM user. solids4foam and preCICE are, however, addressing different needs and can
work together. For example, one can couple the solid solver of solids4foam with the rest of the solvers
that preCICE supports (see section 3). This list includes several OpenFOAM fluid solvers, which the
user can couple to without needing to port them to solids4foam using OpenFOAM-preCICE®.

An OpenFOAM user should consider solids4foam when they need an integrated OpenFOAM-based so-
lution, while they should consider OpenFOAM-preCICE when they need to couple to a non-OpenFOAM-
based code. In any case, both tools implement partitioned numerics (multiple regions), with some similar-
ities in the coupling algorithms offered, but with preCICE being applicable to a wider range of problems.
Finally, for users of third-party simulation codes, external coupling solutions are, by definition, the only
way to extend their code with the capabilities of OpenFOAM.

3. Overview of the preCICE coupling library

preCICE? [6,7] is a coupling library designed for minimally-invasive integration into existing codes. The
library itself is not related or specific in any way to OpenFOAM and can be used by any simulation code,
calling the high-level API of preCICE, which is available for several programming languages currently
common in scientific computing (including C++, C, Fortran, Python, Julia, and Matlab). To minimize
the additional software development for common use cases, the preCICE ecosystem currently includes
official adapters for OpenFOAM, SU2, deal.Il, FEniCS, Nutils, CalculiX, code_aster, and MBDyn, with
new codes continuously added to list®. These typically manipulate the solver state, setting boundary
conditions, volume terms, and time step size.

In the first part of this section, we describe the main concepts and terminology of preCICE that are
needed to understand the rest of this paper, including terms that are used differently in the preCICE and
the OpenFOAM literature. In the second part, we put this work into context with previous approaches
to couple OpenFOAM with other solvers via preCICE.

3.1. Fundamental concepts of preCICE. preCICE allows for black-box coupling of an arbitrary
number of coupling participants. It receives one cloud of points from each participant (interface mesh),
maps the values between each pair of interface meshes, and iterates each coupling time window until
convergence, while modifying the exchanged data with acceleration methods.

preCICE offers various coupling algorithms and acceleration methods, including algorithms for the
simultaneous execution of all coupled solvers [34]. One prominent example is interface quasi-Newton
algorithms [35]. For this iterative coupling procedure, we use the term implicit coupling, to contradict it
from the single-iteration explicit coupling®. Both schemes are available in parallel (Jacobi-like) and serial
(Gauss-Seidel-like) versions. During the coupling, each participant informs preCICE about the time step
size it intends to simulate, which can be different for each participant and also different to the coupling

1See section 5 and the perpendicular flap tutorial: https://precice.org/tutorials-perpendicular-flap.html

2Source code on https://github.com/precice/precice, LGPLv3 license

30verview of preCICE adapters: https://precice.org/adapters-overview.html

4In the OpenFOAM literature, the terms “subcycling” or “subiteration” may be used with the same meaning as “implicit
coupling” here, while the terms “explicit” and “implicit” coupling may also be encountered with different meanings.
preCICE follows the terminology used by Keyes et al. [1]. While the adapter can couple at every time step, OpenFOAM-
internal approaches can also couple at every PIMPLE iteration, leading to numerically tighter coupling.
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(a) Solver + preCICE calls (b) Solver calling adapter (¢) Solver with callback support

Figure 2. Different software engineering approaches to implement a preCICE adapter:
(A) directly modifying the solver to call preCICE, (B) modifying a small part of the code
to call an Adapter class, (C) implementing the adapter as a plugin, if a solver provides
suitable callbacks.

time window. We refer to this difference between solver time step and coupling time window sizes as
subcycling. To participate in an implicit coupling scheme, a solver needs to be able to iterate over one
or several time steps, returning its internal state to a checkpoint at the beginning of the coupling time
window.

On the technical level, preCICE communicates in a fully-parallel, peer-to-peer fashion, using effi-
cient communication channels, such as MPI ports or TCP sockets. Being developed primarily for high-
perfomance computing, scalability of preCICE has been shown for more than 10000 cores [8], with several
improvements since. The communication method, meshes, mapping, coupling schemes, and several other
coupling-related properties are configured at runtime using a single, XML-based preCICE configuration
file, common to all participants. Anything specific to the coupling physics (mainly, boundary conditions)
is usually configured by an adapter configuration file, specific to each adapter.

3.2. Coupling OpenFOAM to other solvers via preCICE. Writing a preCICE adapter for a single
OpenFOAM solver is not an overly complicated task. We know of at least two variants for CHT [9, 10]
and two variants for FSI [11,12]. They all have in common that they directly modify the OpenFOAM
solver code. This means that significant new development effort is needed to couple any new OpenFOAM
solver.

In this paper, we present a general preCICE adapter for OpenFOAM?®, which works with arbitrary
OpenFOAM solvers. This requires that the adapter does not modify the solver’s source code and we
use the callback functionality of function objects in OpenFOAM to avoid code changes, allowing the
adapter to work even with precompiled solvers in binary form. Furthermore, the adapter needs to be
independent not only of the specific solver, but also of the OpenFOAM version. We support recent and
older versions from both OpenCFD as well as the OpenFOAM Foundation with version-specific adapter
releases and development branches (including OpenFOAM v2212 and OpenFOAM 10, the latest releases
at this time)®. We focus on CHT and FSI, but the adapter is extendable for any surface- or volume-coupled
application. The design and implementation is described in detail in the master’s thesis of Gerasimos
Chourdakis [13] and is based upon previous work of Lucia Cheung Yau [9] for CHT. Later, it was extended
with an FSI module, based on similar work by David Schneider [12] and in close collaboration with Derek
Risseeuw [36]. More recently, the adapter added initial support for fluid-fluid coupling [37].

4. Requirement analysis and design decisions

To design a general OpenFOAM-preCICE adapter, we first have to carefully define what we mean by
general. In this section, we look deeper into a few key requirements and design decisions that led us
implement the adapter as an OpenFOAM function object. We then explain the concept and the most
important implementation details of OpenFOAM function objects, including a few challenging limitations
of the available interface.

4.1. Requirement analysis. Previous preCICE adapters for OpenFOAM solvers [9-12] either directly
use the preCICE API within the OpenFOAM solver or offload the preCICE API calls to an adapter class
and call the adapter interface in turn from the solver (Fig. 2). The first approach is intuitive and can be

5Source code on https://github.com/precice/openfoam-adapter, GPLv3 license
6Supporting older OpenFOAM versions is important for users, as they are often given a specific version pre-installed on a
system, or they need to adhere to a specific version or framework over the time span of a research project.
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implemented rather quickly, but hinders the maintainability and leads to duplicate effort to couple any
other OpenFOAM solver. The second approach appears at first as a decent solution: to couple a new
OpenFOAM solver, one would only need to add a few new adapter API calls in the solver, potentially
with further modifications to support additional models. This approach, however, still requires the user
to momentarily become a developer, using the adapter as a development framework instead of a ready-to-
use tool. Partitioned multi-physics simulations are anyway complex due to the large number of software
components involved, thus minimizing each barrier is crucial for the success of the user.
We require the following properties from a general OpenFOAM adapter:

(1) The adapter needs to be a separate software package with an independent building routine and
only use already available code interaction features. The OpenFOAM solver code should not
need any modifications or re-compilation.

(2) The adapter needs to be solver-agnostic. To allow coupling of arbitrary OpenFOAM solvers, the
solver name should not be used in the adapter. In particular, the boundary conditions, where the
adapter needs to decide which physical quantities are used as input and output of the coupling,
should not depend on the implementation details of the solver, but only on the coupling physics.

(3) The adapter should support all preCICE features, such as implicit coupling (i.e., checkpointing
and repeating several time steps) and nearest-projection data mapping (i.e., providing mesh
connectivity).

(4) The adapter should be as independent of the OpenFOAM version as possible. This requirement
has limitations, as OpenFOAM development progresses and the development paths of the various
OpenFOAM variants diverge. To reduce code complexity, this requirement could be replaced by
a comprehensive version support policy in the future. In any case, defining common standards
across variants would be beneficial for the sustainable support of different variants and versions.

4.2. Design decision: The adapter as a function object. In order to avoid re-compilation of the
solver’s code (requirement #1), we need to isolate the adapter code into a separate software package.
An approach could be to implement a new boundary condition, which would be selected at runtime.
However, one quickly finds limitations in this approach: even if the data on the boundary can be set, the
time step size cannot be manipulated and the solver’s complete state cannot be saved and restored for
checkpointing. This additional manipulation of the solver is possible via OpenFOAM function objects.

OpenFOAM function objects [14] are external tools called at predefined points during a solver’s execu-
tion, and they are mainly used for post-processing, e.g., to probe fields on specific points or compute the
forces acting on a patch. A wide palette of such post-processing tools are distributed with OpenFOAM
and they have also been used for coupling, such as in the MpCCI adapter for OpenFOAM [38, Section
14.1.4] and in the simpleFsi project [20]. Our work has also influenced other researchers to implement an
ifls adapter for OpenFOAM using function objects [31].

Function objects are shared libraries which implement the abstract class functionObject. At runtime,
the solver collects a list of function objects and executes their respective methods when specific events
are triggered. The main events of interest are a time advance (a call to runTime.run() in the outer loop)
and a modification of the time step size (a call to adjustDeltaT(), usually within setDeltaT.H). This
mechanism is depicted in Fig. 3 and gives us the possibility to inject calls to preCICE in the beginning
of every time step (distinguishing between initialization, evolution, or finalization), as well as every time
the time step size is updated. With careful grouping and positioning of the calls to preCICE, these points
are enough for a complete adapter supporting all features of preCICE.

However, decoupling the adapter from the solver’s main code comes with some implications. The
necessary objects (e.g., time, state variables, boundaries) cannot be accessed directly, but they can be
accessed through the registry of objects. A reference to it is provided through the mesh object, which is
of type Foam: :polyMesh, and objects can be accessed in the form lookupObject<Type>(name). These
objects are, however, not designed to be modified by function objects, even though this is technically pos-
sible and an important cornerstone of the adapter. In particular, OpenFOAM assumes strictly-increasing
time and follows a different execution path for the first, last, and intermediate time steps. During the
last time step, OpenFOAM already triggers the final execution of function objects (happening only once
in a simulation), which requires special treatment by the adapter to be able to repeat this time step until
convergence. Special treatment is also required in error handling and in collaboration with other function
objects. We explain these aspects in section 6. Despite the aforementioned challenges, function objects
remain an appropriate, full-featured interface for an adapter that satisfies the requirements described in
this section.

Until now, we have mentioned design features that decouple our adapter from the solver’s main code,
although these are not enough to guarantee generality. It is correct that the same function object can
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Adapter precice: :SolverInterface
(Foam: : functionObject)
P
> read () SolverInterface ()
X L~ initialize ()
Solver Foam: : Time
—> execute ()
initializeData()
while ( runTime.run() ) > run () -
P
e write()
) X . isCouplingOngoing ()
solvers with adjustable timestep:
#include "setDeltaT.H" > setDeltaT () — end() readData ()
\ L5
advance ()
. —>» adjustTimeStep ()
dynamic mesh solvers: Foam: :polyMesh
» writeData ()
mesh.update () ; > updateMesh () > updateMesh () L
mesh.movePoints () ; > movePoints () » movePoints () > finalize ()

Figure 3. OpenFOAM function objects: call flow, based on the OpenFOAM v2206
code, including calls triggered by dynamic mesh solvers.

be loaded by any solver, but it is not correct that it will work with any solver: for example, looking
for a field in the objects registry will lead to a runtime error in case the requested field does not exist.
Different solvers may be based on different, independent OpenFOAM model classes”, making it difficult
or impossible to access the required objects in a uniform way. However, we can distinguish most of the
solvers shipped with OpenFOAM in three groups (compressible flow, incompressible flow, and basic),
based on the dimensions of the pressure field (m?/s? or kg/(m - s?)), if available. This distinction allows
us to access all required objects of each group in the same way.

5. User perspective

To use the OpenFOAM-preCICE adapter, one only needs to update configuration files and not write
any additional code. The adapter can be loaded at runtime as a regular function object, specified in the
system/controlDict configuration file. The association between exchanged data and mesh patches, as
well as adapter-specific settings, are defined in the (new) system/preciceDict configuration file. All the
coupling settings are defined in the preCICE configuration file (usually named precice-config.xml),
which is shared among all coupling participants and not discussed here®.

The adapter configuration file system/preciceDict is an OpenFOAM dictionary. In this file, the name
of the preCICE participant is specified, as well as the path to the preCICE configuration file. Next, a list
of preCICE interfaces follows, with each interface relating to a mesh defined in the preCICE configuration
file, the OpenFOAM patches participating in the interface, and the names of data that the adapter has to
write and read. The association between data names and fields is inferred by the data name, matching the
prefix: for example, a coupling dataset called TemperatureSolid is treated as temperature, by default
associated to the T field. A variety of fields are supported, which are currently grouped into modules for
conjugate heat transfer, fluid-structure interaction, and fluid-fluid (FF) coupling:

e Module CHT: temperature, heat flux, heat transfer coefficient, sink temperature.

e Module FSI: force, stress, absolute displacement, displacement relative to the last coupling time
window.

e Module FF: pressure, pressure gradient, velocity, velocity gradient.

Modules need to be specifically enabled and multiple modules can be enabled at the same time. This
distinction into modules prevents field name conflicts and allows extensibility, as described in section 6.

The preCICE tutorials® demonstrate the adapter being used by the OpenFOAM solvers laplacianFoam,
buoyantPimpleFoam, buoyantSimpleFoam (all for CHT), pimpleFoam (FSI, FF), and sonicLiquidFoam

"The class architecture of thermodynamical models was significantly simplified in OpenFOAM 8, making further simplifi-
cations possible for specific OpenFOAM versions.

8preCICE configuration: https://precice.org/configuration-overview.html

9preCICE tutorials: https://precice.org/tutorials.html
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Interface

CouplingDataUser

Figure 4. Structure of the adapter (simplified UML class diagram).

(FF), while the community has already used the adapter with several other solvers (see section 8). For
details regarding the adapter configuration, see the OpenFOAM adapter documentation'®.

6. Implementation

In this section, we describe the architecture and the most important implementation details of the adapter
specific to OpenFOAM. These include adjusting the time step size, checkpointing the internal solver state,
error handling, as well as the coupling physics and extension possibilities.

6.1. Architecture. The general structure of the adapter is depicted in Fig. 4, where we present the main
components in a simplified UML class diagram. The class preciceAdapterFunctionObject is only a
wrapper to the actual adapter, implementing the fvMeshFunctionObject abstract class of OpenFOAM.
It only calls the methods implemented in the Adapter class, separating the core of the adapter from the
(version-specific) function object interface.

After reading the adapter configuration file, Adapter instantiates one or more Interface objects. Each
interface object corresponds to a preCICE interface mesh: While a two-participant simulation normally
needs one interface object per participant, the adapter can define more interfaces, enabling coupling to
more than one other participants. Interface meshes can either be defined on face centers or face nodes
of each patch, while the community (see section 8) has also extended the adapter to define meshes on
cell centers. These interface meshes can be defined both for two-dimensional simulations (oriented in the
(z,y) plane and using the cell centers), as well as for three-dimensional simulations. In addition to mesh
points, the adapter can also extract mesh edges and construct mesh triangles, an essential component for
nearest-projection data mapping (i.e., interpolation on the nearest mesh element of the other participant’s
mesh) [6].

The abstract class CouplingDataUser provides the skeleton for extracting the boundary values and
setting the boundary conditions for each type (temperature, force, etc.). These types are encapsulated
into modules, which mainly contain implementations of the CouplingDataUser class. The name module
was chosen because this physics-related functionality is isolated from the rest of the code and new modules
can easily be implemented with very few code changes, as shown in subsection 6.10. Further separation
of the module code from the rest of the adapter is possible, but not currently planned. The adapter and
the modular approach were originally designed for CHT, while the FST and FF modules were added later.

6.2. Steering. The adapter needs to call the following methods of preCICE to steer the coupling:

e double initialize(), to start the communication and compute data mappings (returns the
maximum allowed time step size),

e void initializeData(), to exchange (non-zero) initial data (optional),

e double advance(double computedTimestepLength) after every time step, to perform the cou-
pling (expects the current time step size and returns the maximum allowed time step size for the
next iteration), and

10Adapter configuration: https://precice.org/adapter-openfoam-config.html
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e void finalize() at the end of the coupled simulation, to finalize communication channels.

The first two methods are called at the configuration stage of the adapter, via the function object’s
read() function. The next two methods are called in the function object’s execute(). Even though
execute () is evaluated in the beginning of each time step, the adapter treats this call as the end of the
previous time step. Therefore, the boundaries already contain the computed solution and we can fill the
buffers, call advance () and update the boundaries, before proceeding with the computations of the next
time step. The end of the simulation is controlled by preCICE with isCouplingOngoing(), in which
case the adapter calls finalize() to close the connections and tear down data structures.

6.3. Adjusting the time step size. After calling advance (), the adapter receives a new time step size
from preCICE, which it applies by invoking the setDeltaT() on the reference to the solver’s runTime
object. The solver can use a smaller time step, if it wants, in which case it is subcycling. However, it
cannot use a time step size that is larger than the one allowed by preCICE.

6.4. Checkpointing. During implicit coupling, we need to store the state of the solver in a checkpoint
and later return the solver to this state. In order to not assume which are the essential, non-derived
fields of each solver, we copy every field of vol, surface, pointScalar, Vector, TensorField and
volSymmTensorField type that we can find in the registry of objects, using the sortedNames<Type> ()
function. Additionally, we store and reload the mesh fields “old-time” cell volumes (fvMesh: :V0), the
“old-old-time” cell volumes (fvMesh::V00), and the cell face motion fluxes (fvMesh::phi)!’. Next to
the checkpointed fields, the adapter also stores the time, which is later reloaded by calling the setTime
method of the runTime object. The solver then re-executes the time step normally, including the time
step size computation.

6.5. Error handling. OpenFOAM uses its own output and error streams for handling exceptions and
we adopt them, as well. However, in some OpenFOAM versions, a potential error caused inside the
read () method of a function object does not force a program exit, but it instead degrades to a warning
and the execution continues'®. As we perform several checks during the configuration phase and we want
to throw errors, if needed, we track the errors during the configuration with a status variable, which we
then use to throw an error during the first call of execute(). This and more challenges signify that we
have reached the borders of what is possible with function objects at the moment.

6.6. Collaboration with other function objects. To collaborate with other function objects, and
because the adapter controls the end of simulation, the adapter explicitly triggers the end () method of
all function objects at the end of the simulation.

6.7. Coupling physics: The CHT module. The functionality specific for conjugate heat transfer
simulations is isolated into the CHT module. This contains a set of CouplingDataUser classes (see
Fig. 4), which can write and read temperature and heat flux (for Dirichlet-Neumann coupling), or sink
temperature and heat transfer coefficient (for Robin-Robin coupling). These classes were first designed
and implemented by Lucia Cheung Yau [9].

The module distinguishes between compressible, incompressible, and basic solvers, mainly affecting the
way that the effective heat conductivity is accessed. For compressible solvers, the effective conductivity
for each boundary cell is extracted from the compressible turbulence model class'®, using the method
kappaEff (). For incompressible solvers, the effective conductivity is computed as:

fur = g = (o +00) pey = (e + =) oy 1)
where v is the kinematic viscosity of the fluid, « is the thermal diffusivity, Pr = v/« is the (dimensionless)
Prandtl number, while 14, oy, and Pr; are the turbulent parts of the respective parameters. In such
incompressible solvers, v (total) and ay are available through the incompressible turbulence model class,
Pr (total) is already available, while p and ¢, need to be provided as additional constant parameters in
the adapter configuration file. For basic solvers (such as laplacianFoam), the conductivity is considered
a constant scalar, which is read as an additional parameter from the adapter configuration file.

H(lass fvMesh docs: https://www.openfoam.com/documentation/guides/v2206/api/classFoam_1_1fvMesh.html

12Related issue: https://develop.openfoam.com/Development/openfoam/-/issues/1779

13We refer here to OpenFOAM v2206 and OpenFOAM 7 or earlier. Since OpenFOAM 8, we can find kappaEff in the
thermophysicalTransportModel class, a class that is used by both compressible and incompressible solvers.


https://www.openfoam.com/documentation/guides/v2206/api/classFoam_1_1Time.html
https://www.openfoam.com/documentation/guides/v2206/api/classFoam_1_1fvMesh.html
https://develop.openfoam.com/Development/openfoam/-/issues/1779
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6.8. Coupling physics: The FSI module. The FSI module shares a design similar to the CHT module.
This module can read absolute and relative (to the previous coupling time window) displacement and
write force and stress. Both incompressible and compressible solvers are supported, including turbulent
flow models. These classes were first added by Derek Risseeuw [36].

Displacements are directly applied onto the pointDisplacement field boundary. Since the interface is
moving over time, the velocity of the fluid next to it needs to be adjusted to follow the wall motion. The
movingWallVelocity boundary condition' automatically sets the wall velocity for moving meshes and
is used in all preCICE tutorials. The tutorials also use the displacementLaplacian mesh motion solver,
but the adapter code is not specific to that. Special treatment is required for restarted simulations, in
which case we need to move the interface points according to the previously accumulated displacements.

Forces are computed in two parts: pressure forces and viscous forces, which are computed as in the
forces function object's. Both types of forces depend on the density and viscosity, while the pressure
can be either kinematic or total, requiring again a separation between incompressible and compressible
solvers.

6.9. Coupling physics: The FF module. The FF module provides velocity, pressure, and their gra-
dients, for partitioned flow simulations. These fields were shown to be enough for reproducing basic
multi-model flow simulations of a water hammer example [37], while the module allows users to easily
add more fields, e.g., for turbulent flows, as described in subsection 6.10. This module is currently under
development and further examples have been demonstrated by Markus Mhlhuer [39].

Pressure and velocity are directly read and written from and to the boundary of the respective field.
The gradients are read to the .gradient () of the boundary and written from the .snGrad () of it. In the
case of velocity, the gradient is inverted at the writing step, by convention. A tutorial with a partitioned
pipe is available for the incompressible pimpleFoam and the compressible sonicLiquidFoam solvers.

6.10. How to extend the adapter. Several users have already extended the adapter for their own use
cases, as we discuss in section 8. The code is widely documented with comments explaining the main
steps and design decisions, as well as notes for code changes needed to add a new coupling data user or
a complete module.

For example, to add a new field MyField in the FF module, one would need to modify only files in the
FF/ source directory. Two new files, MyField.H and MyField.C, would define the class MyField as a child
of CouplingDataUser, implementing a constructor and the methods write and read. The configuration
methods addReaders and addWriters of the FF module (in the file FF.C) would then need to be updated
to add the new class as an option.

To add a complete new module MyModule, one would need to create a directory MyModule/, a header
and implementation file defining a free-standing MyModule class'®, providing a constructor and the
configure, addWriters, and addReaders methods. The configuration of the adapter, configFileRead,
needs then to be extended with the name of the module as an available option. While these modules
are not as simple as a “plug-in” mechanism, they still facilitate extending the adapter. In any case, the
user does not need to modify any code interacting with preCICE and writing a new module should be
possible for an OpenFOAM user with limited programming experience.

7. Validation

While the preCICE community has applied the adapter to a variety of complex projects, as discussed
in section 8, conjugate heat transfer and fluid-structure interaction are the most common fields of ap-
plication. Multiple preCICE tutorials are also demonstrating such scenarios. To know if the adapter
(and a complete coupled setup) is producing correct results, we evaluate common benchmark scenarios'”.
We start by partitioning a heat equation and comparing the results to the single-domain OpenFOAM
solution (subsection 7.1), before comparing a partitioned (buoyantPimpleFoam-laplacianFoam) and an
OpenFOAM-only (chtMultiRegionFoam) conjugate heat transfer case (subsection 7.2). We then couple
pimpleFoam and an external solid mechanics solver to simulate the 2D Turek-Hron FSI benchmarks [40]

130urce code of the movingWallVelocity boundary condition: https://www.openfoam.com/documentation/guides/v2206/
api/movingWallVelocityFvPatchVectorField_8C_source.html

50penFOAM v2206 code for forces function object: https://develop.openfoam.com/Development/openfoam/-/blob/
OpenF0AM-v2206/src/functionObjects/forces/forces/forces.H

161 Fig. 4, we show the modules as children of the CouplingDataUser class. This is a simplification, as in reality the
modules only contain objects of types deriving from CouplingDataUser.

17"While most of these benchmarks are simulation results from different codes, and since the main focus of this publication
is the software (rather than the specific applications), we use the term “validation”, to differentiate from the (formal)
software verification.


https://www.openfoam.com/documentation/guides/v2206/api/movingWallVelocityFvPatchVectorField_8C_source.html
https://www.openfoam.com/documentation/guides/v2206/api/movingWallVelocityFvPatchVectorField_8C_source.html
https://develop.openfoam.com/Development/openfoam/-/blob/OpenFOAM-v2206/src/functionObjects/forces/forces/forces.H
https://develop.openfoam.com/Development/openfoam/-/blob/OpenFOAM-v2206/src/functionObjects/forces/forces/forces.H
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(subsection 7.3) and a 3D FSI benchmark [41] (subsection 7.4). For all simulations presented in this sec-
tion, we have used OpenFOAM v2112, preCICE v2.4.0, and the OpenFOAM adapter v1.1.0. A virtual
machine image is available'® for reproducibility, based on the preCICE Demo Virtual Machine!®.

Note that this section aims to validate only the adapter. The mapping and coupling algorithms
of preCICE have already been validated in separate publications [5,7,42]. We compare the accuracy
of the partitioned simulations against single-domain solutions (subsection 7.1), intrinsic OpenFOAM
solvers (subsection 7.2), and against published results (subsection 7.3, subsection 7.4). A performance
comparison of OpenFOAM-preCICE to other solutions presented in section 2 is out of the scope of this

paper.

7.1. Partitioned heat condution. In order to validate the CHT module of the adapter, minimizing
the influence from external components, we solve first a simple heat-conduction problem:

a—TfVQT:f for z € (2a)

ot
T=1Tp forxzelp (2b)

on a domain €2, with boundary I'p, the unknown T, the right-hand side f, and the boundary values
Tp. We define 2 = [0, 2] x [0, 1] and follow the example given in The FEniCS Tutorial I [43, section 3.1],
which creates a problem with linear variation in time and quadratic variation in space:

T (z,y,t) = 1 +a* + ay® + pt (3)

Inserting (3) into (2) gives that the right-hand side f of (2) needs to be f (z,y,t) = 8 — 2 — 2a. The
boundary condition is T = Tp = 1 + 22 + ay? + Bt and the initial condition is T = Ty = 1 + 22 + ag?.
We select a = 3 and 8 = 1.3, as used in the preCICE tutorials with other solvers.

To solve this problem in a partitioned fashion, we split the domain in two parts, €y = [0, 1] x [0, 1] and
0y =[1,2] x [0,1], as shown in Fig. 5. The heat equation is solved in both subdomains, and the coupling
is carried out through preCICE at the common coupling boundary I'c = 1 N 5. For the left side of the
domain, the coupling boundary I'¢ is a Dirichlet boundary (reading temperature), whereas for the right
part of the domain, the coupling boundary is a Neumann boundary (reading heat flux). For the rest of
the boundary, it still applies that T' = Tp.

Mathematically, the described exchange of boundary conditions corresponds to a Dirichlet-Neumann
coupling, which is commonly used in coupled simulations. Alternatives such as Robin-Robin coupling,
where each participant applies mixed boundary conditions, are supported by the adapter as well.

Since OpenFOAM does not include a heat-equation solver which can handle non-zero right-hand side
values, we extended the laplacianFoam solver for this coupling scenario, which we use on both sides?.
For setting the boundary values on I'p, we use groovyBC, part of swak4Foam?2. The setup is available
in the directory partitioned-heat-conduction/ of the accompanying case files archive.

We compare how the error decreases for increasingly fine meshes of the partitioned and the OpenFOAM-
only setups in Fig. 6, which shows identical results (same convergence behavior, average relative error of
4-107%, maximum error of 2 - 107%).

7.2. Conjugate heat transfer. After having validated the very basic partitioned heat conduction sce-
nario in subsection 7.1, we can now validate a first multi-physics scenario. We simulate the flow over
a heated plate, a case first studied in the context of preCICE by Lucia Cheung Yau [9] and originally
inspired by the experimental benchmark case by Vynnycky et al. [44]. This benchmark comprises a 2D
flow of a cold fluid above a thick solid plate, heated at its bottom, as depicted in Fig. 7.

In this case, we compare a partitioned setup (coupled with preCICE) to an OpenFOAM-only setup (in-
ternal coupling of two regions) for a transient and a steady-state simulation. For the partitioned setup, we
couple buoyantPimpleFoam (fluid domain, both transient and steady-state simulations) with the (stan-
dard, unmodified) laplacianFoam. For the reference OpenFOAM-only setup, we use chtMultiRegionFoam.
We have modified the original case [44] by coarsening the mesh and lowering the inlet velocity, in order
to reach a steady-state in reasonable time, for both the partitioned and the OpenFOAM-only setup. The
setup is available in the flow-over-heated-plate/ directory of the accompanying case files archive.

18Vagrant box specific to this publication: https://app.vagrantup.com/precice/boxes/openfoam-precice-paper-vm

preCICE Demo VM: https://precice. org/installation-vm.html

20partitioned heat conduction tutorial: https://precice.org/tutorials-partitioned-heat-conduction.html

21golver code: https://github.com/precice/tutorials/tree/master/partitioned-heat-conduction/openfoam-solver
The code included in the case appendix contains additional changes for reporting error estimations.

225wak4Foam: http://wuw.openfoamwiki.net/index.php/Contrib/swak4Foam


https://app.vagrantup.com/precice/boxes/openfoam-precice-paper-vm
https://precice.org/installation-vm.html
https://precice.org/tutorials-partitioned-heat-conduction.html
https://github.com/precice/tutorials/tree/master/partitioned-heat-conduction/openfoam-solver
http://www.openfoamwiki.net/index.php/Contrib/swak4Foam
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temperature
Dirichlet participant -~ >\ Neumann participant
FD FD
| I'p P I'c T'c Qo I'p
FD FD
heat flux

Figure 5. Partitioned heat conduction scenario: setup. Two square solid plates of side
H = 1m are coupled on I'¢ via preCICE. On the boundaries I'p, the temperature is
prescribed as a function of space and time (satisfying (3)). The Dirichlet participant
is reading temperature values from preCICE, while the Neumann participant is reading

heat flux.
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Figure 6. Partitioned heat conduction scenario: le|;,, = \/% Z?:_Ol (T (z,y,1) — T})?
error over all vertices at ¢t = 1s for the coupled problem as well as the OpenFOAM-only
solution. The coupled scenario and the OpenFOAM-only solution employ an absolute
convergence measure of 1072, The coupled scenario uses a nearest-neighbor mapping
with matching interface nodes.

In the transient simulation, we first perform a serial explicit coupling with a coupling time window size
of At = 0.01s, set the number of outer correctors in chtMultiRegionFoam to ncorr = 1 (i-e., explicit cou-
pling between the two regions of chtMultiRegionFoam), and compare the results at ¢ = 1s. The difference
of the dimensionless interface temperature, 6 = (T — Tinfiow )/ (Thot — Tinflow), between the OpenFOAM-

only (6,) and the coupled simulation (6.), over all interface nodes is ey = \/l "0 - 6i) =1.05-1072,

n
with the result files parsed and handled manually in double precision??.

23Using the foamToVTK tool and parsing the results with the VTK Python library, the precision of the results is not enough
to compute all errors with a sufficient accuracy.
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Fluid participant (buoyantPimpleFoam)
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> coupling via preCICE

f
< [T T'c I'| Solid participant (laplacianFoam)
ﬁ 1—‘hot
w
Dimensions Fluid Solid
L 350 m Uinflow 2 x 1071 ms—1 Thot 3.1 x102 K
H 050 m Tinflow 3 x 102 K ks 1 x 102 Wm—tK™!
!l 050 m Po 1.035 x 10°  Pa Cp,F 1 x 102  Jkg !K™!
h 025 m g 9.81 ms~?2 ps 1 kgm—3
w 100 m kg I x102 Wm tK™! o 1 m?s~1
z 040 m Cp,F 5 x 103  Jkg7!K™!
o 2 x10™% kgm~ls~1!
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Fluid 104 x 41 v 2 x0T mTs
Solid 32 x 15 Pr 1 x10
M* 24.10 kg mol !

Figure 7. Conjugate heat transfer scenario: case setup of a flow over a heated plate.
Figure from the preCICE v2 reference paper [6], with the modified parameters in blue.
The same parameters and mesh sizes are used for the corresponding chtMultiRegionFoam
simulation.

The reliability of the results generated with chtMultiRegionFoam is expressed through the diffusion
number. In the discussed transient simulation scenario, we determined a diffusion number of Diy . &
140, which was too large to reliably compare the OpenFOAM-only and the coupled solution approach.
Reducing the time step size of both sides, as well as the coupling time window size to 4-10™* (Dipax ~ 6)
reduces the error to ey = 2.42 - 10~4. Switching from an explicit to an implicit coupling scheme with an
absolute convergence measure of 1-1078 on the heat flux and setting the number of outer corrector loops
t0 Neorr = 20 further reduces the error to 6.62 - 107°. The error and the value of § along the interface are
depicted in Fig. 8. However, the convergence measures for the OpenFOAM-only case and the coupled
CHT simulations are still different (as the algorithms are different), so there is no guarantee that the two
setups converge up to the same accuracy. In order to eliminate this uncertainty, we compare results for
a steady-state simulation, where the time evolution is irrelevant.

In the steady-state simulation, we perform a serial explicit coupling with a coupling time window size of
At = 0.01 s and equal time step sizes for both solvers. For the OpenFOAM-only setup, we set the number
of outer correctors in chtMultiRegionFoam to n..+ = 1 and compare the results at t = 100 s, after which
we observe that the simulation has converged to a steady state. The steady-state computation results in
an error of eg = 4.65 - 10~8, therefore we conclude that our partitioned setup produces results very close
to chtMultiRegionFoam for both steady-state (eg = 4.65 - 1078) and transient (ep = 6.62 - 107°) CHT
scenarios, with the selected convergence measures of each algorithm.

7.3. Turek & Hron fluid-structure interaction benchmarks. To validate the FSI module of the
adapter, we simulate the numerical benchmark cases FSI2 and FSI3 proposed by Stefan Turek and
Jaroslav Hron [40]. We simulate the fluid domain with pimpleFoam and the solid domain with a coupled
solid solver?* from the ExaDG project [45]. The setup is available in the directory turek-hron-fsi/ of
the accompanying case files archive.

pimpleFoam applies three PIMPLE pressure corrections (nCorrectors), five SIMPLE corrections
(nOuterCorrectors), and three non-orthogonal corrector loop iterations (nNonOrthogonalCorrectors)
in order to account for large mesh distortions. The mesh motion is calculated solving a Laplace equation.
The mesh motion solver solves directly for the displacement field and a prescribed displacement serves
as Dirichlet boundary condition in each coupling time step. An absolute tolerance of 107% is set for

24ExaDG-based solid solver: https://github.com/davidscn/exadg/tree/fsi-setups
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Figure 8. Conjugate heat transfer scenario: Error of the dimensionless temperature 6
compared to the OpenFOAM-only results (left) and absolute temperature at the common
coupling interface (right) for the transient scenario at ¢ = 1s using an implicit coupling
scheme and a small time-step size of At =4 -107%s.

cellDisplacement and the diffusion coefficient (displacementLaplacianCoeffs) is set to be inversely
proportional to the distance to the flexible flap.

The solid participant is given by a solver from the ExaDG project. The material is elastic and
compressible and modeled by a St. Venant-Kirchhoff material, as in the original paper [40]. We employ a
Bossak-a method with a spectral radius of 0.8 for the discretization in time, implying a slight numerical
damping, and continuous Q2 finite-elements for the discretization in space.

The two domains follow different discretizations (fluid: FVM, solid: FEM) and the meshes are non-
conforming at the interface. We study three cases of different mesh refinement levels, as shown in Tab. 1
and use global thin plate spline radial basis functions for data mapping in preCICE [7]. We apply a
parallel implicit coupling scheme with a relative convergence measure of 1-10~* for each coupling data
vector. The convergence is accelerated using a least-square quasi-Newton scheme [35] for both data
vectors using a residual-sum preconditioner [5] and QR2 filtering [46] with a threshold of 1.2 - 1073.

case Fecells fluid #cells solid

1 20969 16
2 38489 64
3 45903 256

Table 1. Turek-Hron FSI2 and FSI3 scenarios: Spatial resolution of the coupled sim-
ulations (coarse, medium, and fine meshes). The solid part has been discretized using
quadrilateral Q%-elements, which leads to a total number of 5018 degrees of freedom in
the structural part for case 3.

The benchmark describes partial tests for each solver (CEFD and CSM), as well as three FSI tests. In
the following, we investigate the FSI2 and FSI3 setups as proposed and described in the original reference,
while we omit the simpler FSI1 case. Both scenarios result in periodic solutions and the simulation setups
differ only in the simulated solid material and inflow velocity. In order to stabilize the initial state of
the test cases, we precompute two seconds of the flow field without coupling. Afterwards, we start the
coupled simulation using the precomputed flow field on the fluid side and the initial configuration on
the solid side. Each coupled simulation is carried out for 15 seconds of simulation time and we assume
a converged state of the periodic data. The quantities of comparison are in particular the force exerted
from the fluid onto the cylinder and the flap as well as the displacement of the flap tip center. The
periodic data is characterized by its mean value, its amplitude, the corresponding frequency and a plot
over the time period. The minimum and maximum values required for the mean value and the amplitude
are computed by taking the minimum and maximum of the last two oscillations. In order to compute the
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Figure 9. Turek-Hron FSI3 scenario: Velocity magnitude [m/s] of the refinement case
3 (with At =5-107%) at t = 14s.
case At Az [x1073] Ay [x1073] F, (drag) F, (lift)
1 0.0010s —2.37 +2.26[11.0] 155+ 31.30[5.6] 458.0 £ 21.76[11.0] 1.84 &+ 155.9[5.6]
2 0.0010s —2.40 £2.29[11.0] 1.524+31.62[5.6] 457.5 +23.46[11.0] 2.26 4 150.6 [5.6]
3 0.0010s —241+4+230[11.0] 1.51+£31.73[5.6] 457.6 +23.75[11.0] 2.36 + 149.9[5.6]
1 0.00058 —2.58+246[11.0] 1.53+32.84[5.4] 460.8 +23.13[11.0] 1.72 %+ 157.7[5.4]
2 0.0005s —2.65+252[11.0] 1.50 +33.37[5.4] 459.7+25.27[11.0] 2.24 + 154.0[5.4]
3 0.0005s —2.67+2.54[11.0] 1.49+33.51[5.4] 459.8+ 25.57[11.0] 2.22+ 153.6[5.4]
[40] 0.00055 —2.69+£2.53[10.9] 148+ 34.38(5.3] 457.3 £22.66[10.9] 2.22 + 149.8 [5.3]

Table 2. Turek-Hron FSI3 scenario: Results for all refinement cases listed in Tab. 1.
At refers to the time step size. Az and Ay refer to the displacement of the tip of the
flap in the z and y directions. F, and Fj refer to the drag and lift forces acting on
the complete immersed body (cylinder and flap). Displacements and forces are given
in average + amplitude [frequency] notation. Comparing the last two rows, the results
of case 3 are almost identical to the reference, with the frequencies differing in the last
significant digit, and the rest of the results also being directly comparable. Note that
the reference results have been acquired using different codes, meshes, and numerical
setups [40].

frequency, we apply a fast Fourier transform (FFT) on the periodic data for the last five seconds, time
range for which we consider that the flow is fully developed. The choice of this time range can also lead
to slight differences in the computed frequency: Depending on the considered time interval, the frequency
of the lift as well as the y displacement varied from 5.33 — 5.66 Hz.

A surface plot of the velocity field at a deformed state illustrating the setup of the FSI benchmarks
is shown in Fig. 9. Results for the quantities of comparison for the FSI3 scenario are summarized in
Tab. 2 and depicted in Fig. 10. The quantitative results in Tab. 2 indicate a convergence with increasing
refinement in space and time and the plots in Fig. 10 are in agreement with the results reported in the
original work.

Next, we analyze our results for the FSI2 scenario: the density ratio of ps/ps = 10 leads to lower
frequency of oscillations and numerically more stable coupling conditions compared to the FSI3. However,
the main challenge of these parameter settings is given by the significantly larger mesh deformations, which
need to be handled properly by the mesh motion solver. The results for the FSI2 scenario are summarized
in Tab. 3 and Fig. 11. Depending on the considered time interval used for the FFT, the frequency of the
drag as well as the x displacement varied from 3.75 — 4 Hz. Due to the large deformation of the flap,
the flow solver crashed for refinement levels 2 and 3 (cf. Fig. 12) and only the coarsest refinement case 1
completed the entire 15 seconds used for our result analysis.

Such a mesh failure can be prevented using a more advanced mesh motion solver (here displacement-
Laplacian). RBF-based approaches are known to perform better [47] and are implemented as extensions
for OpenFOAM [48], but were not readily compatible with the adapter at the time of obtaining these
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Figure 10. Turek-Hron FSI3 scenario: Plot of the periodic data for refinement case 3
and At = 5-10—4s, which can be compared with the FSI3 results on page 259 of the
original paper [40].

results. The (newer) adapter version 1.2.0 supports the updated implementation included in solids4foam,
as a result of collaborative effort with the developer of the latter, and modifying the setup accordingly?®
does help the discussed case 2 to complete.

Even though we consider here only the coarsest refinement cases (while the original benchmark requires
a mesh convergence study) with displacementLaplacian, the results are very close to the results presented
by Turek & Hron [40] and the characteristic oscillations around the extremum of the lift force are resolved
accurately by the flow solver.

7.4. Fluid-structure interaction benchmark: pulsating flow over a flexible flap. While the
benchmark cases presented above are all two-dimensional, the adapter also supports three-dimensional
simulations. We study here a 3D FSI case, as presented by Schott et al. [41]. This case comprises an
elastic flap immersed in a channel flow, as depicted in Fig. 13 and Fig. 14. The setup is available in the
directory pulsating-flow-over-flexible-flap/ of the accompanying case files archive.

We simulate the fluid domain again with pimpleFoam, using the same numerical settings as described
in subsection 7.3. As opposed to subsection 7.3, the solid material in this benchmark is a compressible
non-linear neo-Hookean material. Therefore, we employ our own solid solver?®, based on the finite-element
library deal.IT [49]. The solver is based on the work of Davydov et al. [50] and is extended by an implicit
Newmark scheme [51] with 5 = 0.25 and v = 0.5 (no numerical damping).

25Using the RBFMeshMotionSolver requires a currently unreleased state of solids4foam, which is compatible with older
OpenFOAM versions. It also only works with cell displacements, which the adapter supports by setting locations
faceCenters for the respective interface at the preciceDict.

2650lid solver: https://github.com/davidscn/matrix-free-dealii-precice


https://github.com/davidscn/matrix-free-dealii-precice

OpenFOAM-preCICE 17

case At Az [x1073] Ay [x1073] F, (drag) F, (lift)

1 0.002s —13.78+12.03[3.8] 1.19+£77.9[2.0] 209.00 £ 71.54[3.8] 0.35 £ 229.6 [2.0]
0.002s — - - -
0.002s — — — —

0.001s —14.06+12.17[3.8] 1.22+78.9[2.0] 210.69 £ 73.41[3.8] 0.31 £ 236.1[2.0]
0.001s — — — —
0.001s — — — —
[40] 0.001s —14.58 +£12.44[3.8] 1.23£80.6[2.0] 208.83 +73.75[3.8] 0.88 4234.22.0]

Table 3. Turek-Hron FSI2 scenario: Results. Displacements and forces are given in
average + amplitude [frequency] notation. Refinement cases 2 and 3 failed due to mesh
failure (cf. Fig. 12), but the coarsest case results are identical to the reference results
in terms of frequencies, while the rest of the results are directly comparable. Note that
the reference results have been acquired using different codes, meshes, and numerical

W N = W N

setups [40].
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Figure 11. Turek-Hron FSI2 scenario: Plot of the periodic data for refinement case
1 and At = 0.001s, which can be compared with the FSI2 results on page 258 of the
original paper [40].

We simulate the test case on three different mesh refinement levels, as described in Tab. 4. In order
to resolve the interface numerics appropriately, we apply a mesh grading on the fluid mesh so that the
mesh region around the flexible flap gets more refined. For the fine fluid mesh, the mesh grading towards
the flap was lowered compared to the coarse and medium case, to allow large mesh deformations. We
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Figure 12. Turek-Hron FSI2 scenario: Deformed mesh for the refinement case 2 with
displacement Ay = 87 x 1073m at t = 6.116s. Cells above the flap are distorted too
much by the mesh motion solver, which leads to the flow simulation crashing. These
results highlight the need for advanced mesh motion techniques in OpenFOAM.

observed that further refinement of the mesh around the flap causes numerical problems originating from
the mesh motion.

To cope with the large number of unknowns for the different refinement cases, the fluid as well as the
solid solver are executed in parallel. We configure again a parallel-implicit coupling scheme in preCICE
and apply a relative convergence measure of 10~% on the coupling data. As acceleration, we use again
a quasi-Newton scheme combined with a QR1 filtering mechanism [46]. Since the interface meshes are
considerably larger than in the two-dimensional case, we employ radial-basis-function data mapping with
compactly supported basis functions, which results in sparse mapping matrices. Each radial basis function
mapping is configured to cover 5— 10 vertices in each radial direction via the corresponding support radius
of the basis function.

In Fig. 15, we compare the displacement at the tip of the flap in the center (z = 0.0) and the left
corner (z = —0.3) for three different meshes to the A2-fine results by Schott et al. [41]. A2-fine refers
in the original work to an unfitted and non-moving fluid mesh technique using the finest mesh resolution
in order to perform the FSI simulation. The plots indicate a consistent convergence when refining the
individual meshes. The overall results are in good agreement with the reference results: we only observe
a slightly smaller damping compared to Schott et al. [41].

Since this is the most computationally demanding case of the ones presented, we timed the execution
in detail and give an overview?” in Tab. 5. We simulated the first 0.5s of each case, coupling again every
0.01s (i.e., 50 coupling time windows). We can interpret these results from different angles, but we focus
here on the performance of the adapter implementation. The performance of the preCICE library and of
the coupling methods involved has extensively been documented in the literature [5, 8,46, 52].

Breaking down the OpenFOAM clockTime into three parts (total time spent in OpenFOAM, time spent
exclusively in the adapter, time spent exclusively in preCICE), the adapter only adds minimal overhead
to the execution (approximately 1-2% of the total time, depending on the size of the coupling interface),
with reading checkpoints taking approximately half of that time. Calls to the preCICE advance()
method take a significant part of the time in all cases, which can be attributed to the RBF mapping
(most accurate and expensive of the available methods [6]). Work in progress on a partition-of-unity
RBF mapping®® has shown to drastically further improve the mapping performance (results not yet
published). To simulate the initial 50 coupling time windows of the simulation, preCICE needed on
average 2.6 coupling iterations for case 1, 2.7 for case 2, and 2.8 for case 3. As the simulation proceeds,
the employed IQN method converges faster.

2"The files precice-Fluid-events-summary.log, precice-Fluid-iterations.log, and fluid.log in each case directory of
the accompanying data archive give more details.
28Pau"tition-of-unity feature issue in the preCICE repository: https://github.com/precice/precice/issues/1273
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Figure 13. 3D FSI scenario: Simulation setup at t = 2.5. A flap is clamped at the bot-
tom of a channel with pulsating parabolic inlet, as described by Schott et al. [41]. The in-
let velocity is u = (u,0,0)- g (t), where u = U, (2500/81) y (y — 0.6) (2 + 0.6) (2 — 0.6),
Umaz = 2, and the time dependency g (t) = 0.5(1 —cos(nt)), t € [0,10.0] with
g(t) =0Vt e (10.0,30.0]. The solid domain is Qs = [0.5,0.57] x [0,0.35] x [—0.3,0.3],
immersed in the fluid ¢ = [0,1.8] x [0,0.6] x [—0.6, 0.6].

[[al|[m/s]

0.6 1
ESE 0.8
0.4 - y
= 0.4

0.2

0.2

09 0.2 1 1.2 1.4 1.6 1.8 0

Figure 14. 3D FSI scenario: Cross-section of the computational domain at z = 0 and
t = 2.5s.

case F#cells fluid ~ #cells solid

coarse 13710 48
medium 105960 384
fine 672000 3072

Table 4. 3D FSI scenario: Spatial resolution of the coupled simulations. The solid part
was discretized using hexahedral Q?-elements, which leads to a total number of 82467
degrees of freedom in the structural part for case 3.

8. Community extensions and applications

preCICE is in development already for more than ten years and is currently maintained by three re-
search groups?®, with contributions from a rapidly growing community, and with a support program for
sustainable funding®®. OpenFOAM is currently the solver attracting the most interest in the preCICE

293ee the About preCICE page: https://precice.org/about.html, as well as the preCICE v2 paper [6].
30See the support program page: https://precice.org/community-support-precice.html
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Figure 15. 3D FSI scenario: Displacement of the flexible flap at the center x, =
(0.5,0.35,0.0) (left graph) and the left tip x; = (0.57,0.35,—0.3) (right graph). Re-
sults from Schott et al. [41] refer to the A2-fine results presented in the paper. At
28 s, the case 3 results of Az; overshoot the reference results by 0.02m. Note that the
reference results have been acquired with different codes, meshes, and numerical setups.

Execution section Case1[s] % |Case2[s] % |Case3[s] %

OpenFOAM clockTime 62 100.0 115 100.0 250 100.0
reading preciceDict 0.0015  0.002 0.1678  0.146 0.0884  0.035
constructing preCICE 0.1003  0.162 0.4104  0.357 1.1382  0.455
setting up interfaces 0.0007  0.001 | 0.0005  0.000 | 0.0009  0.000
setting up checkpointing 0.0008 0.001 0.0007  0.000 0.0021 0.001
writing data 0.1215 0.196 | 0.4199  0.365 | 0.9519  0.381
reading data 0.0011  0.002 | 0.0017  0.002 | 0.0025  0.001
writing checkpoints 0.0061  0.009 | 0.0435 0.038 | 0.1267  0.051
reading checkpoints 0.3046  0.491 1.1181  0.972 | 3.2986  1.320
precice.initialize() 0.2403  0.388 | 0.9005  0.783 1.0108  0.404
precice.advance() 7.651H 12.34 13.107  11.40 52.562  21.03
precice.finalize() 0.3256  0.525 0.4710  0.410 | 0.9753  0.390

Table 5. 3D FSI scenario: runtime analysis for the first 0.5s of the coarse (Case
1), medium (Case 2) and refined (Case 3) cases described in Tab. 4, executed on the
SuperMUC-NG system hosted at LRZ (48 Intel Skylake Xeon Platinum 8174 cores per
node). OpenFOAM is using 48 cores in cases 1&2, and 96 cores in case 3. The solid
participant is using 48 cores in all cases. The time reported is the average among all
ranks, while the “%” column compares to the total time reported by OpenFOAM. Time
in the preCICE calls (last three rows) includes time interacting with and/or waiting for
the solid participant, as well as data mapping (highest contribution) and IQN acceler-
ation computations. All preCICE events are configured to be executed in synchronous
mode, to make runtimes across ranks comparable. Detailed runtimes and iteration logs
are available in the case data appendix.

-0.2

Al’l [m]

community, as seen by the activity in the preCICE forum?®'. In this context, and while the OpenFOAM-
preCICE adapter is being developed in the open (by more than two regular developers), it has been
extended in different directions and and has been used in several projects of multiple research groups.
This section contains a literature review of the known community extensions and a limited sample of
community projects using the adapter, with the purpose of demonstrating the wider capabilities and
potential of the code, as well as the impact to the OpenFOAM community. The examples listed here
have been identified on Google Scholar based on citations to related previous work [7,13,53] (using the

31Topic tags in the preCICE forum: https://precice.discourse.group/tags
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“cited by” feature, and filtering for references specifically using this adapter), as well as on pull requests
to the adapter repository, and are categorized according to common use cases. As the history of the
adapter is rather recent, some of these projects have only been documented in gray literature (student
theses and conference proceedings indexed by Google Scholar, or web pages we have discovered via the
preCICE community forum), but we include these here as starting points for future work.

Many of the community extensions have been implemented with only the help of the documentation and
the occasional discussions in the preCICE forum, reaffirming the extensibility of the architecture. Since
often contributions only come at the end of the respective research project, some of these contributions
re-implement or build upon previous contributions. At the moment, 21 out of 110 pull requests on GitHub
have been contributed by external collaborators. Of these, six have been merged, three remain open, and
12 have been closed.

8.1. Extensions for fluid-structure interaction. Derek Risseeuw contributed the first extensions
for fluid-structure interaction, coupling the incompressible solver pimpleFoam [36]. Later extensions
contributed by Julian Seuffert on the force computation allowed to also couple compressible solvers,
applied on resin transfer molding [54]. Both of these early extensions are described in subsection 6.8.

8.2. Extensions for multi-phase flow coupling. Francisco Espinosa [55] extended the basic fluid-fluid
coupling module (subsection 6.9) to two-phase flow, coupling interFoam with a shallow-water equation
model. Two-phase flow coupling has also been demonstrated by Srivastava et al. [56], coupling SU2
(external aerodynamics) with a structure solver (motion) and interFoam (sloshing). We are currently
working in extending and validating the support for flow coupling, including multi-phase flow.

8.3. Extensions for volume coupling. Marta Camps Santasmasas first extended the adapter for vol-
ume coupling, coupling OpenFOAM in an overlap region with a lattice Boltzmann solver for urban wind
flow [57]. In parallel, Stefan Scheiblhofer et al. extended the adapter for thermo-mechanical coupling,
exchanging temperature and heat flux also on internal field cells [58]. Different groups have built upon
the code of Stefan Scheiblhofer, e.g., for coupling OpenFOAM with the particle solver XDEM [59] or for
nuclear fusion reactor simulations [60], while we are working with the community to integrate volume
coupling into the main branch of the adapter®?.

8.4. Further community extensions. Thomas Enzinger®® heavily extended the adapter to further
separate the coupling physics from the coupling logic, transferring a part of the code into dedicated
boundary conditions (externalWallHeatFluxTemperature). This project only focused on conjugate heat
transfer and coupled icoReactingMultiphaselnterFoam with laplacianFoam for simulating a multiphase
heater.

DHCAE Tools GmbH integrated preCICE into the proprietary graphical interface CastNet**, provid-
ing an interface to configure fluid-structure interaction simulations with OpenFOAM and CalculiX. In
this context, the company has also performed independent validations of the adapter for fluid-structure
interaction scenarios, including a scenario with two-phase flow.

8.5. Further application examples. Apart from the aforementioned extensions, researchers have ap-
plied the adapter in a variety of further projects. Caccia et al. [61] simulated the Turek-Hron FSI
benchmarks with OpenFOAM and MBDyn, while Julian Schlieus and Louis Gagnon [62] also coupled
OpenFOAM and MBDyn for simulating the motion of 2D rotating bodies in a fluid (using a chimera
overset grid for the rotation). ojek et al. [63] applied the adapter in a fluid-structure-acoustics interaction
scenario. Cars van Otterlo [64] coupled OpenFOAM with Nutils for simulating the turbulent heat transfer
in an Axial-Flux Permanent Magnet machine. Max Firmbach [65] coupled OpenFOAM and DUNE for
simulating slender wings for electric aircraft, while Yujia Wei and Tahsin Tezdogan coupled OpenFOAM
and CalculiX for simulating the hydroelastic behavior of a container ship [66]. Munaf et al. extended and
applied the adapter for simulating inductively-coupled plasma wind tunnels with the OpenFOAM-based
PATO solver [67]. Finally, the OpenFOAM-based project blastFoam offers a fluid-structure interaction
tutorial case for preCICE (coupling blastFoam and CalculiX)®®, while Zhang et al. [68] have also used
the adapter for FSI simulations in the context of detonations (coupling OpenFOAM and deal .II).

32Central issue for volume coupling support: https: //github.com/precice/openfoam-adapter/issues/229

330penFOAM Multiphase Heater Simulation: https://blog.tefe.cc/post/2020/01-watercooker/

34DHCAE Tools GmbH: preCICE https://www.dhcae-tools.com/preCICE. html

35plastFoam tutorial using preCICE: https://github.com/synthetik-technologies/blastfoam/tree/master/tutorials/
preCICE/flap
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9. Conclusions and outlook

The OpenFOAM-preCICE adapter enables extending OpenFOAM to partitioned multi-physics simula-
tions via preCICE, a coupling library with a wide ecosystem of supported solvers, and which has been
presented by separate publications. In contrast to other approaches, OpenFOAM-preCICE relies on ex-
isting (standard or in-house) OpenFOAM solvers, which do not need to be modified or recompiled, but
rather coupled at runtime using a function object that encapsulates all calls to the preCICE library. The
adapter has been validated for conjugate heat transfer (CHT') and fluid-structure interaction (FSI), while
it has initial support for fluid-fluid coupling. For CHT, the adapter was validated using a partitioned
heat conduction problem (compared to a single-domain OpenFOAM solution), as well as a flow-over-a-
heated-plate scenario [44] (compared to chtMultiRegionFoam). For FSI, the adapter was validated using
the Turek-Hron FSI2 and FSI3 benchmarks [40], as well as a 3D pulsating flow over a flexible flap case
by Schott et al. [41]. Profiling the simulation of the latter case, the adapter code was also found to
have minimal impact on the overall runtime of the 3D pulsating flow FSI simulation compared to the
time spent in the solver (approximately 1-2%, depending on the size of the coupling interface), while the
coupling converged on average in less than three iterations.

While the adapter provides a robust and flexible framework for coupled simulations, research and
development is still active. Current efforts include integrating community contributions into the main
development line, extending and validating the support for fluid-fluid coupling, working with the com-
munity to support more mesh motion solvers, and establishing a sustainable strategy on maintaining
support for a wide range of OpenFOAM versions. A growing community has already used the adapter
for several applications and extended it in different directions (e.g., two-phase flow and volume coupling),
providing evidence for the versatility of the underlying architecture.
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